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A B S T R A C T
Context: Debugging is a critical practice in software engineering that enables software engineers
to ensure the correctness of code by identifying and resolving bugs. It also benefits newcomers as
it helps them go through the codebase, understand its structure, and learn about its functionality.
Recent research has uncovered that some software engineering tools are not well suited to all ways
of thinking, imposing an additional cognitive overhead on individuals whose cognitive styles are not
well-supported by the tool. While biases have been explored in other software tools, little is known
about whether debugging tools exhibit cognitive biases and introduce “inclusivity bugs”.
Objective: This paper addresses this gap by examining inclusivity bugs that newcomers encounter
when using the PyCharm debugger.
Methods: In this study, we performed a controlled lab experiment where we observed 24 software
engineering students with little to no experience as they used the PyCharm debugger for a set of tasks.
We used a think-aloud protocol to capture participants’ thoughts throughout the experiment. Then,
we conducted a thematic analysis, guided by our research question, to identify potential biases in the
tool. We used the GenderMag framework to examine the relationship between cognitive style and the
inclusivity bugs.
Results: We detail our findings on 21 inclusivity bugs which are caused by 2 main reasons:
discoverability and learnability. We identified trends that showed individuals with low self-efficacy,
low motivation, risk-averse tendencies, and those who prefer to learn by processes and gather
information selectively were the ones who faced the most challenges.
Conclusion: The findings provide insights into how debuggers can be made more inclusive. They also
highlight the need for continuous evaluation and adaptation of SE tools and practices to ensure they
meet the needs of all users with diverse cognitive styles to ensure fairness.

1. Introduction
Software engineering (SE) is not just about writing code.

It is a discipline that relies on various tools, practices, and
standards to build software systems and to maintain them
over time. Over the years, many software engineering tools
and practices have evolved to assist software engineers in
designing, building, maintaining, and improving software
systems. There has been extensive research on SE tools and
practices, focusing on identifying issues and recommending
improvements to improve the way we engineer software
(e.g., [1, 2]). However, recent studies have uncovered a pre-
viously overlooked factor: cognitive biases in some widely
used SE tools, such as GitHub [3, 4, 5] and Google’s internal
code review tool [6]. For example, a study of GitHub found
barriers, including lack of visibility, lack of feedback, and
information overload, that impacted people with certain
cognitive styles [3]. Cognition is the “collection of mental
processes and activities used in perceiving, remembering,
thinking, and understanding, and the act of using those
processes”. Research from the field of psychology has shown
people have various cognitive styles [7].
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There are many cognitive processes involved in soft-
ware engineering [8]. As a result, if the tools we use to
engineer software are not cognitively inclusive, individuals
with certain cognitive styles can experience barriers and
incur a “cognitive tax”. In this context, “inclusivity bugs”
refer to features of a tool that do not adequately support
users with diverse cognitive styles. We adopt the same
definition as Guizani et al. [5], that is, if groups of users
ultimately complete their tasks but face disproportionate bar-
riers along the way, such as confusion, missteps, or the need
for workarounds, those barriers are considered inclusivity
bugs. In this paper, we refer to a bug in the code as “bug”,
while we refer to a problem impacting the inclusivity of the
software tool as an “inclusivity bug” for clarity.

GenderMag [9] is a validated method to identify inclu-
sivity bugs in software. It leverages personas that consider
five different cognitive characteristics known as the Gender-
Mag facets: Motivation, Self-efficacy, Information process-
ing style, Learning style, and Attitude towards Risk. Gen-
derMag has proven to be effective at identifying inclusivity
bugs in software tools [4, 10] including through large-scale
industry studies [6]. One study on the GitHub interface [3]
identified 12 inclusivity bugs across four common tasks
done by newcomers. Prior research indicates that inclusivity
bugs disproportionately affect certain cognitive styles and
women [3, 4, 5, 9, 6]. While GenderMag has been applied
to several software tools to find inclusivity bugs, most tools
used in the software engineering process have not been
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studied from a cognitive inclusivity lens. There have been
calls to action to investigate how to make software tools more
inclusive [11].

In this study, we examine the inclusivity of a popular
software debugger. Debugging is essential in software de-
velopment for identifying and resolving bugs and issues.
Debugging software is a complex task that can be time-
consuming, often requiring more effort than creating the
software [12]. Those new to debugging often find it difficult
and frustrating [13]. Debugging tools (or debuggers) are
integrated into popular development environments, such as
Visual Studio Code and JetBrains’ integrated development
environments (IDEs). Debuggers allow software engineers
to examine the state of a running software program. We
examine the inclusivity of the PyCharm debugger through
a think-aloud lab experiment to gather initial perceptions of
the tools from newcomers (those with little or no debugging
experience). PyCharm is a popular Python IDE developed by
JetBrains with an integrated debugger. Our study was guided
by the following research questions:
• RQ1: What inclusivity bugs do newcomers encounter

when debugging with PyCharm?
• RQ2: How do the inclusivity bugs identified in the debug-

ger relate to the GenderMag facets?
The results of the experiment revealed 21 inclusivity

bugs related to 13 features of the debugger caused by two
main issues: discoverability and learnability. Discoverabil-
ity issues are related to barriers in finding features within the
debugger, and learnability issues are related to difficult to use
features. The findings illustrate potential ways debugging
can be made more inclusive.

2. Background
2.1. Cognitive styles

Systematic differences in how people process informa-
tion, solve problems, and make decisions, referred to as
cognitive styles, emerged as a research focus in the mid-
20th century. Work done by psychologists like Herman
Witkin [14], and Jerome Kagan [15], helped establish that
these cognitive styles are not about ability but about pre-
ferred approaches to thinking. Research from subsequent
decades revealed that cognitive styles are shaped by com-
plex interactions of sociocultural context, educational ex-
periences, and even gender. Gender research showed that
socialization practices, not biological sex itself, influence
whether individuals develop more comprehensive versus
selective information processing styles, with studies by psy-
chologists highlighting how stereotypes and expectations
shape cognitive development from childhood [16, 17, 18].
2.2. GenderMag

GenderMag is a method that helps to identify inclusivity
barriers in software products by considering cognitive style
of potential users [19]. It was developed based on cogni-
tive style research from the field of psychology that exam-
ined gender differences in problem-solving approaches. The

method is based on personas namely, Abi, Pat, and Tim
to portray differences in five cognitive facets: Motivations
to use software, Information Processing Styles, Learning
Style, Computer Self-Efficacy, and Attitudes toward Risk
(see Table 1 for explanations of these different facets). Abi
represents users with low self-efficacy, low motivation, who
are risk-averse, have a process-oriented learning style, and
prefer to gather information comprehensively before taking
action. In the GenderMag method, evaluators conduct a
cognitive walkthrough of a software product by considering
how a persona would use the software. Abi is the most
used persona as these traits often reveal inclusivity bugs
since many software products are designed for users on the
other end of the spectrum for each of these cognitive style
facets. While GenderMag uses personas like Abi and Tim to
represent two ends of the cognitive spectrum, it is important
to note that cognitive styles are not binary. Neither is there
a superior or better style; individuals lie in a continuum of
different styles for each facet.

Using personas can be beneficial in helping users per-
ceive a persona as a real person and empathise with the per-
sona, but there are also limitations [20]. Particularly in the
case of the GenderMag framework, personas can reinforce
gender stereotypes, but the authors emphasize that personas
were not designed to reinforce stereotypes but to compare
differences among them based on the gender differences
found in empirical studies. To further mitigate the effects
of stereotyping, GenderMag uses gender-neutral persona
names (e.g., Abi, short for either Abigail or Abishek) and
provides multiple photos to represent each persona1. Using
multiple photos instead of one promotes gender inclusive-
ness and at the same time does not reduce users’ engagement
with the persona [21]. GenderMag supports customisation
of personas as well [22]. In our study, we do not employ
the GenderMag walkthrough, which involves role-playing
using these personas. Instead, we use real participants to
examine how people interact with the debugger in a lab
experiment and use the GenderMag framework only as a lens
for analysis.

3. Related Work
3.1. Cognition in Software Engineering Tools and

Practices
One lens that has been considered for improving soft-

ware tools is cognitive inclusivity. Research examining cog-
nitive inclusivity in software tools has been explored to see
how users interact with tools such as GitHub [4, 3], Stack
Overflow [2], Visual Studio [9], development tools [23, 22],
and various custom tools like Google’s internal code re-
view tool [6]. These studies identified issues, or “inclusivity
bugs”, that create barriers for individuals with diverse cog-
nitive styles. One study found that software engineers spend
14% of their time fiddling with the UI of software tools,
highlighting the need for more efficient UIs for software
tools [24].

1https://gendermag.org/foundations.php
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Table 1
GenderMag cognitive facet description for each persona [19]

Facet Persona description
Motivation • Abi: uses technology only as needed for the task. Prefers familiar features

• Pat: exhibits both Abi and Tim characteristics
• Tim: uses technology to learn new features

Self-efficacy • Abi: lower self-efficacy than their peers. Often blames self and might give up as
a result.
• Pat: medium self-efficacy. Keeps trying for a while when problems arise.
• Tim: higher self-efficacy than peers. Usually blames technology when problems
arise. Tries multiple ways before giving up.

Information processing style • Abi and • Pat: Gather and read comprehensively before taking action.
• Tim: Reads selectively. Follows any cues and backtracks.

Learning style • Abi: process oriented
• Pat: exhibits both Abi and Tim characteristics. Tries new features but does so
mindfully.
• Tim: tinkerer but this can be distracting

Attitude towards Risk • Abi and • Pat: risk-averse.
• Tim: risk-taker. Explores new features and enjoys doing so sometimes.

A study on GitHub [3] identified 12 inclusivity bugs
which impacted the Abi persona. The GitHub interface was
subsequently redesigned and evaluated using 75 newcomers,
resulting in an increase in the completion rate of the experi-
ment tasks from 67% to 97% for individuals whose cognitive
styles were unsupported in the original design.

The Abi persona is often attributed to finding the most
inclusivity bugs [25]. Although it may cause concern that
fixing inclusivity issues from an Abi perspective could leave
newcomers with non-Abi traits less supported, results indi-
cate that the performance of all participants improved when
inclusivity bugs are fixed [3]. This underscores the effec-
tiveness of GenderMag and demonstrates how addressing
inclusivity bugs can enhance performance for the entire
population.

Furthermore, studies have shown that cognitive styles
often cluster by gender, leading to inclusivity bugs that
disproportionately affect women [4, 2]. Burnett et al.[9] em-
phasized the importance of considering gender differences
and thus cognitive differences when designing tools, but
argued that such changes do not have to favour one gender
at the expense of another. An effective example of achieving
this is demonstrated by the work of Murphy-Hill et al. [6].
They found that the redesigned edit feature in Google’s
internal code review tool improved its discoverability for
both men and women overall.

While some inclusivity bugs have been found in some of
existing software engineering tools, very few tools have been
studied from this lens. There is a need to study the cognitive
inclusivity of more software engineering tools to improve
their usability for all cognitive styles.
3.2. Novice Debugging

Debugging is an essential practice that can help develop-
ers to read and understand code [26]. Novice software engi-
neers often struggle with debugging [13, 23]. Also, novices

employ different debugging strategies and face greater dif-
ficulty compared to experienced software engineers [27].
In a debugging experiment [23], some participants skipped
through the code or entire nested loops instead of stepping
through the program carefully. This made it challenging
to track variables, leading to confusion as they navigated
the learning curve of understanding the debugger. Another
study found that some students lacked confidence in their
debugging skills and the fixes they applied [28]. Although
it is well known that novices struggle with debugging, it is
rarely taught or given limited emphasis in courses [29, 30].
There has been research in improving debugging tools for
newcomers such as implementing a reverse execution fea-
ture as debugging involves tracing back from the failure to
identify its root cause [31].

Research examining debugging from a cognition per-
spective is fairly limited. An eye-tracking debugging study
reported a strong correlation between debugging skills and
cognitive activities [32]. Another research study on debug-
ging strategies found gender differences in information gath-
ering, with females being more comprehensive and males
more selective before fixing bugs [33]. They explain this
behaviour using the selectivity hypothesis that predicts that
women gather information comprehensively before acting
upon it. While these findings point to different cognitive
approaches to debugging, the role that debugging tools play
in supporting or hindering remains unexplored, especially
when considering the underlying cognitive differences be-
tween individuals. If there are cognitive biases incorpo-
rated in debuggers, this can introduce a “cognitive tax” that
disproportionately affects certain cognitive styles, affecting
debugging performances unfairly. Our study examines de-
buggers from a cognitive inclusivity perspective to fill this
gap.
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4. Methodology
To answer our research questions, we employ a think-

aloud protocol [34] in a lab experiment, where participants
performed six debugging tasks. The think-aloud protocol
requires the participant to verbalize their thoughts so that the
observer/interviewer can follow and understand the thought
process of the participant. A qualitative approach was used
to answer our research questions to explore the complexity
of the problem in depth and further understand how partici-
pants interacted with the debugger.

In the following section, we explain our study design and
analysis methodology. We first conducted a pilot study of all
tasks (see Section 4.2 for details on pilot study), followed
by the main experiment. The analysis was conducted in
parallel with the experiments to ensure that data saturation
was reached before concluding.
4.1. Study design

The think-aloud lab experiment consisted of a one-hour,
individual session for each participant. The experiment ses-
sion began with a short explanation of the goal of the
study and the expected flow of the session. The session was
divided into three sections: the warm-up, observation, and
interview sections. Each section, described below, was semi-
structured, with prompts to guide the discussion, but, based
on the responses, additional questions were asked to gather
more detail or insights into the participants’ responses, al-
lowing unforeseen information to be collected as well.

1) Warm-up: The warm-up section was designed to
take about five minutes to make the participant comfortable
and settle in. In this section, we asked a few introductory
questions, such as: “Are you enjoying your degree so far?”,
“What are your pronouns?”, “What career do you aspire to
go into after this degree?”, and “What do you know about
debugging code?”.

2) Observation: The main section is the observation
where the participant was required to complete six debug-
ging tasks using the PyCharm Community Edition IDE. The
six tasks had to be completed in order. Each task involved
one to two bugs inserted into a single python code file. The
code used in these tasks was adapted from an prior code
comprehension study [35]. This code was selected because
it was validated by that prior study to be complex enough to
be non-trivial, yet still understandable in under 30 minutes,
ensuring participants would not become fatigued. The prior
study was conducted at the same university (University of
Auckland), so we drew from a similar participant pool. Bugs
were manually inserted in the code for each task by the
research team (see below Listing 1 for a small code snippet
of one of the tasks).

1 # This function determines if the date that is

inputted is a valid date or not

2 # Day , month and year are numeric inputs to the

function

3 def is_valid_day_in_month(day , month , year):

4 month_length = LENGTH_OF_MONTH[month]

5 if month == FEBRUARY and is_leap_year(year):

6 month_length + 1

7 return day > 0 and day < month_length

Listing 1: Task 2 Python code
The bugs inserted reflected common errors made by

novice software engineers, such as issues with loop counters
and conditional operators, as identified in a three-decade
literature review by Alzahrani et al. [36]. For example, in
line 4 of Listing 1, we see a common error which is array
indexing. Unit test cases were also added since using test
cases can help participants both identify the cause of the bug
and to verify that the program behaves correctly after the bug
fixes. The six tasks were as follows:

Task 1: In the first task, the participants had to fix one
small bug in a single line of code. The goal of Task 1 was
for the participants to familiarise themselves with the IDE,
the think-aloud protocol, and the experiment flow. They were
not required to use the debugger to fix the bug.

Task 2: In the second task, which was slightly more
complex than Task 1, the participants had to fix two bugs.
While using the debugger would help the participants to
observe the state of the program, no explicit instruction was
given to use the debugger to find the bugs in this task. The
goal of Task 2 was to enable us as researchers to observe each
participant’s debugging methodology and approach, without
being given explicit instruction to use the debugger available
in PyCharm. This allowed us to observe how they completed
the task in a way that felt natural and comfortable to them.

Task 3: In the third task, the participants were intro-
duced to the debugger in PyCharm, if they hadn’t already
used it. This task did not require the participants to fix
any bugs in the code but rather allowed us to observe how
successful each participant was in finding, running, and
using the debugger to suspend the program and observe the
state of the code at a particular point in execution.

Task 4: This task was a continuation of the same code
in Task 3, with the goal of observing how successful each
participant was in using basic debugger features (e.g., “step
over”), examining variables, and fixing the bugs planted in
the code. This task had two bugs to be fixed.

Task 5: The fifth task was designed to be the most chal-
lenging. Using the debugger, participants were required to
find and fix two bugs planted in the code. The key difference
in this task was that the bugs planted in the code were in a
nested function. Therefore, we were interested in observing
how successful each participant was in using more complex
debugger features, such as “step in” and “step out”.

Task 6: In the final task, each participant was prompted
to explore the PyCharm debugger independently and further
investigate any features they wanted to on their own. The
purpose of the task was to observe how each participant used
the debugger and its features without a specific end goal in
mind, as well as to identify which features participants were
drawn to and their reactions to these features.

3) Interview: The third and final section of the experi-
ment, the interview, was designed to enable the participant
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to reflect on the tasks and also to clarify things that hap-
pened during the observation. Open-ended questions were
used (e.g., “How did you find the overall experience of
debugging?”, “What did you find the most challenging about
debugging or using the debugger?”).

Our replication package contains full details of the study
design, including the python code used in the debugging
tasks as well and the full list of interview questions [37].
4.2. Pilot Study

Before recruiting participants, we conducted a pilot
study to assess the feasibility of the experiment design and
ensure that the tasks were both achievable within the given
time and relevant to the research objectives. The pilot study
included four participants, all of whom were final year un-
dergraduate or first year postgraduate software engineering
students with limited or no experience in debugging. These
participants were recruited prior to sending out invitations to
the wider networks for the actual study. The insights gained
from the pilot study resulted in us modifying some aspects
of the experiment design. The most significant changes were
done to Task 1 and Task 4.

Task 1, although short and intended as an introductory
task, was time-consuming for the pilot study participants due
to the complexity of a conditional statement in the code used
for the task. As a result, the code was refactored to improve
clarity by simplifying the conditions. For Task 4, the change
was to introduce an additional bug, as the original bug was
too easy to identify, which contradicted the goal of the task.

The data from the pilot study was not used in our final
analysis.
4.3. Ethical Considerations

The study was approved by the University of Auckland
Human Participants Ethics Committee (UAHPEC). Partic-
ipants were provided with a Participant Information Sheet
(PIS), which outlined the purpose of the study, how partici-
pants would be involved in the experiment, and their right to
withdraw at any time. Participation was entirely voluntary.

Participants provided informed consent through a signed
hard-copy consent form before taking part in the study. All
information extracted from the sessions was de-identified,
removing all personal details and stored without referencing
any identifiable individuals. Each participant was assigned
an ID (e.g. P1). Any potentially identifying information
found during the anonymization process was kept confiden-
tial and accessible only to the research team.

Participants were given a $20 voucher as a token of
appreciation for their time.
4.4. Participant Recruitment

The study was advertised in university forums and using
flyers among software engineering and computer science
students, at the University of Auckland. Anyone interested
in taking part in the experiment was asked to fill out a short
questionnaire to express their interest and provide informa-
tion about themselves. This questionnaire included questions
to assess their cognitive style and questions about their

gender and programming and debugging experience. Gender
was collected since prior research has found that women are
often disproportionately disadvantaged by cognitive biases
in software tools [10].

To assess participants’ cognitive style, we used the ques-
tions from the GenderMag facet questionnaire, which has
been validated in prior research [38]. This includes 14 ques-
tions, each of which is answered using a 9-point Likert agree-
ment scale. One of the statements in the questionnaire, for
example, is “I want to get things right the first time, so before
I decide how to take action, I gather as much information as
I can”, which is used to assess the participant’s information
processing style.

A full copy of the recruitment questionnaire is available
in our replication package [37].
4.5. Participants

From the 43 responses we received to the recruitment
questionnaire, we invited 40 participants to participate in
the experiment. The same invitation was distributed in three
rounds through software engineering and computer science
university forums and flyers. Each recruitment round lasted
approximately one month, taking place between October
2024 and March 2025, with a break during the Decem-
ber–January university holiday period. We only selected
participants with some programming experience but no or
minimal debugging experience based on their questionnaire
responses, as our focus was on newcomers encountering
inclusivity bugs. Gender and cognitive styles were also
considered for participant selection as we wanted a diverse
range of cognitive styles across the participants.

The invited participants were contacted through email
and were asked to book a suitable time for the experiment.
Out of the 40 who were invited, 12 cancelled and did not
schedule a time with us. Three participants did not show up
despite having booked a time. One participant was excluded
from the analysis because they demonstrated higher experi-
ence during the study. We included postgraduate students in
our recruitment criteria as well. The University of Auckland
has a diverse student body, with many international students,
some of whom enter postgraduate study directly after com-
pleting a bachelor’s degree. Also, the software engineering
bachelor’s degree at the University of Auckland is industry-
focused. So even undergraduate students are taught debug-
ging briefly. The one participant who demonstrated more
extensive experience and was excluded from the analysis was
actually an undergraduate. We only included students with
little or no debugging experience. Postgraduate students also
come from a wide range of backgrounds, such as computer
systems or machine learning, often with minimal debugging
experience. We also included two postgraduate students
in our pilot study to assess whether postgraduate students
would also be suitable participants.

In the first two rounds, due to a lower number of will-
ing participants, we did invite three participants who had
selected “I use them very often” when asked about their
debugger experience. During analysis, we excluded one
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participant who clearly had prior debugger experience. The
other two had rated their experience higher but appeared to
overestimate their familiarity, still behaving like newcomers
when using the debugger. In the last round of recruitment,
we only invited participants who reported minimal or no
experience with debuggers. Three participants were declined
in the final round of data collection. Two were declined since
they reported frequent use of the debugger. In addition, one
participant, who identified as a man, was declined to improve
gender diversity of the participant sample.

Among the 24 participants who were included in the
final analysis, 10 identified as women, 13 as men, and one
chose not to disclose their gender. Overall, while there were
varying levels of programming experience, all participants
included in the study had little to no experience in de-
bugging. Four participants had never used Python but had
experience with other languages such as Java, 11 used it
sometimes, and nine used it very often. For debugging tools,
eight had never used them, 14 used them sometimes, and
the two who reported using them very often had minimal
overall experience and were included in the analysis. Sixteen
of the participants were undergraduate students and eight
were either first or second year postgraduate students.
4.6. Study Execution

The study was conducted in person in the Human As-
pects of Software Engineering Lab at the University of Auck-
land. The sessions were individual, and the participant and
observers were present in the same room. After receiving
participant consent, data was recorded through audio and
screen recording of the device used to complete the debug-
ging tasks, allowing researchers to review the interactions
the participants had with the PyCharm debugger. Sessions
were held over the course of 3 months. There were a total
of 24 sessions, with 20 hours of recorded audio and screen
recording.

The experiment sessions were conducted in three rounds
with analysis occurring iteratively between each round. We
stopped collecting data when no new inclusivity bugs were
identified in a round and saturation was reached. During
the first round, two undergraduate students jointly observed
five participants. In subsequent rounds, participants were
observed by a single observer (a PhD student). To ensure
consistency across rounds, the PhD student joined one of
the sessions of the first round as a distant observer. The
second round included 13 participants, and the third round
included six participants. According to Guest et al. [39], in
qualitative analysis, saturation typically occurs within the
first twelve interviews, although basic elements for meta-
themes can be observed as early as six interviews. We
reached saturation after 18 experiments (the last experiment
of the second round), when no new inclusivity bugs were
identified. To confirm saturation, we conducted a third round
of experiments in March 2025. No new inclusivity bugs
emerged in the last round.

4.7. Data Analysis Methodology
To answer our first research question, we conducted a

reflexive thematic analysis of experiment transcripts to iden-
tify inclusivity bugs in the debugger, which can be barriers to
effective use of the tool. For the second research question, we
analysed the data through the lens of GenderMag to identify
trends in cognitive styles disproportionately impacted by the
tool’s design.
4.7.1. Reflexive Thematic Analysis

Since the initial publication by Braun et al. [40] on
thematic analysis (TA), the term has evolved due to the
nature of how qualitative analysis can be creative and flexible
but also subjective to the knowledge of the researcher. So
TA has now been revised and re-termed as reflexive TA. Our
study is grounded in an interpretivist philosophical stance,
recognizing that software engineering research involves un-
derstanding not just the technical aspects but also the hu-
man behaviour that shapes software development processes.
Thus, reflexive TA is well suited. We did not use code reli-
ability measures because, consistent with the principles of
reflexive thematic analysis, we view researcher subjectivity
as a valuable resource in knowledge production rather than
a bias to be minimized, and coding reliability metrics are
meaningless with this epistemological stance [41].

First, we generated transcripts from the recorded ses-
sions. The transcripts were generated by listening to the
audio recordings alongside the screen recordings, capturing
both the verbal responses and actions of the participants. For
example: <starts reading code again from line 1 including
class variables> “Yeah. OK unit test January, February, ...,
December. That seems to be in order. length of the month.”
Actions were recorded inside <>. This was necessary be-
cause the experiment focused on participants’ interactions
with the user interface, and some insights could only be fully
understood by linking verbal responses to on-screen actions.
To ensure the quality of the transcripts, the recordings were
watched at least twice.

Next, we created a relevant data set from the generated
transcripts. This was done by applying the sensemaking
model for end-user debugging [33] adapted from Pirolli et
al. [42]. The model highlights three sensemaking loops:
the bug fixing sensemaking loop, environment sensemaking
loop, and the common sense/domain sensemaking loop. The
model also includes a sub-loop known as the foraging (in-
formation gathering) sub-loop. We applied all components
of the model except the domain sensemaking loop, as it
focuses on reasoning that involves recalling domain-specific
knowledge. Since the tasks for the lab experiment involved
basic leap year calculations and did not require domain
knowledge, this loop was not relevant in this context.

Using the model, when preparing the data set, we cat-
egorized events in the session timeline as bug fixes, in-
teractions with the environment/tool, and foraging aligning
with the relevant sensemaking loops. There were a large
number of foraging events, so we further categorized these
events based on where participants searched for information:
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Figure 1: Thematic analysis process (both inductive and deductive)

foraging code, foraging test cases, foraging logs, foraging
using debugger, and foraging documentation. For example,
when participants read lines of code, including code com-
ments, the activity was recorded as “foraging code”. When
participants tried to understand the code using the debugger,
the activity was recorded as “foraging using debugger”. We
included only the level of detail necessary for our analysis
in the extracted data set; for instance, P18 after her bug fix
ran the test cases and was surprised all test cases passed as
she assumed she had to fix two bugs. She spent 6 minutes
evaluating the test cases, even though her understanding of
the code was correct and all test cases passed. This was
simply recorded as <P18: sounds surprised as all test cases
pass.>“That because I thought I need to do 2 fixes, but
it fixed both test cases. Now I’m going to check whether
that’s correct or not?"<participant checks two test cases
individually going through the code linearly by mentally
calculating and then says>“Peace of Mind. OK. OK. OK.”
All activities in the transcript were categorised into events
as bug fixes, interactions with the tool, or one of the types of
foraging before moving onto further analysis. See the left
panel of Figure 1 for an example of a transcript with the
events categorised.

After generating the transcripts and extracting the rel-
evant dataset, we used thematic analysis to analyse our
data, following the six-phase process outlined by Braun and
Clarke [40].

1) Familiarizing yourself with your data: During tran-
script generation described above, the coder (the first author)

watched all recordings at least twice. She also read and re-
read the extracted data set to become familiar with the data.

2) Generating initial codes: When generating the initial
codes we used a combination of both deductive (research
question driven) and inductive (data driven) approaches.

The deductive codes were related to the features of the
debugger. The barriers encountered during interaction with
the tool event were iteratively coded into 13 distinct features
of the PyCharm debugger driven by our first research ques-
tion focusing on interactions with the debugger. Participants
interacted with several debugger features, such as adding
breakpoints, starting the debugger, viewing variables, and
examining test results.

Alongside with the deductive codes, we also applied
an inductive approach to understand why certain features
became barriers. When coding we considered both seman-
tic and latent levels. In thematic analysis, semantic level
codes capture the explicit content of the data and the latent
level codes go beyond what is said to interpret underlying
meanings. For example, when looking for the debugger start
button, P1 reached out for help and when shown how to, says
“Ah I just don’t see that”. This was eventually coded into
“hidden in plain sight feature”. To explain an example from
a latent level, P20 confused about why the wrong task was
running said: “You know what I was confused about. If I go to
task three and four and I start playing, why is it still playing
task five? Is it just always gonna save the previous one?”
This was due to the participant not knowing that the run
configurations had changed. This was interpreted as “lack
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Table 2
Number of participants across each facet tagged as Abi-like, Pat-like, and Tim-like. For the Pat-like participants, we show a
further breakdown showing where they fall in the quartiles.

[min-Q1] (Q1-Q2) Q2 (Q2-Q3) [Q3-max] Total no. of
Facet Abi Pat (towards Abi) Pat Pat (towards Tim) Tim participants

Motivation 6 5 3 0 10
}Self-efficacy 6 5 2 2 9

Information processing style 7 4 4 3 6 24
Learning style 6 4 5 1 8

Attitude towards risk 6 6 0 6 6
Total 31 24 14 12 39

of feedback from tool” due to no response from the tool
indicating the user that run configurations have changed.

In our study, the first author coded the extracted data set.
The coder primarily relied on transcripts but occasionally
re-watched participant videos to clarify specific moments
when additional context was needed. Rather than treating
the researcher’s perspective as a bias to eliminate, reflex-
ive TA acknowledges that their experiences, interests, and
professional background can provide valuable insights into
the data. To support transparency, we have also included a
positionality statement (see Section 4.7.4).

3) Searching for themes: In this phase, the initial codes
were sorted and grouped into higher-level initial themes.
Since we had both semantic and latent codes, we searched
for both explicit and interpretive themes.

For example, the scenario mentioned above, the code
“hidden in plain sight” contributed to the initial theme of
“lack of visual cues”. Codes “poor labelling” and “lack of
feedback from tool” also contributed to the initial theme of
“lack of visual cues”. The code “lack of feedback from tool”
also contributed to another theme “ unclear feedback to make
sense” if the lack of feedback made it hard to make sense of
what the feature does but not in finding the feature (see the
right bottom panel of Figure 1).

4) Reviewing themes: During this phase, the themes were
reviewed and, based on their relevance to the research ques-
tion, some were merged, split, or discarded. For example,
"lack of visual cues", "information overload", "no visibility",
all were coded into one high level theme - discoverability.
This was done through iterative discussions between the
authors.

5) Defining and naming themes: All themes were defined
with descriptions of their scope and content. The names
were selected to capture the core essence of each theme. All
authors reviewed the theme names and their descriptions.

6) Producing the report: The final phase involved se-
lecting example quotes for each theme and explaining the
themes in the manuscript. Again, this was reviewed by all
authors.
4.7.2. GenderMag Analysis

To identify the cognitive style of each participant, we
used their responses to the GenderMag facet questionnaire to
calculate a score for each of the five facets [38]. After reverse
scoring any negatively worded questions, the scores are

summed for each facet. While the original scoring method
allocated anyone over the median as Tim-like and anyone
under the median as Abi-like [38], we choose to also include
Pat-like to have a more detailed view of the facets. For each
facet, participants were labelled as Abi-like if their score
was less than or equal to the first quartile (25%) and Tim-
like if their score was greater than or equal to the third
quartile (75%). Those whose scores fell between the first
and third quartiles were labelled as Pat-like. The Pat-like
category reflects a range of traits, as participants may exhibit
a mix of Abi-like and Tim-like tendencies. For clarity, we
described these participants as leaning “towards Abi” or
“towards Tim,” without allocating them fully to either Abi
or Tim (see Table 2).

Even though GenderMag brought to life three facets,
Abi, Pat and Tim, they also remind the users that these facet
values lie in a continuous scale and there are a range of facets
that can be considered [38]. While Pats have a unique mix of
both Abi and Tim traits, for 2 facets, information processing
style and risk attitude, they align with Abi [19]. Keeping this
in mind, in our analysis, we have not assigned Pat randomly
to either Abi or Tim, but rather presented the facet scores as
it is, on the spectrum of each of the facets. This approach
allowed us to make a finer-grained comparison across all
three personas and to include Pat in the results. The scores
are not absolute but rather a comparison of the facets within
the sample.

To analyse the relationship between the identified in-
clusivity bugs and the GenderMag facets, we plotted the
distribution of participants’ facets scores and visually com-
pared the participants who experienced the most number of
inclusivity bugs (greater than or equal to the third quartile
in terms or number of bugs encountered) and the least
number of inclusivity bugs (less than or equal to the first
quartile). The GenderMag facet scores were normalized for
the plots to improve readability. We looked to see if those
who experienced the most bugs tended to cluster into any of
the personas for each facet (e.g., Abi).

With relation to interpretation of the GenderMag facets
with the participant behaviour, we would like to highlight
that we did not code facets to our data. After identifying
the inclusivity bugs in the debugger using TA, we examined
each of the five facet scores separately to enable a deeper
understanding of the relationship between cognitive style
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and inclusivity bugs. Then we backtracked into our tran-
scripts to find illustrative quotes and behaviour that show
the relationship between facet tendencies and the inclusivity
bug. When looking for matching patterns in our data we used
exemplar quotes to ground our interpretations from previous
GenderMag studies [10, 5]. For example, ”...this leads me
to a page with the bare minimum of instructions... I have no
idea where to go from here”, demonstrates Abi-like learning
style.

However, as the facets cannot be fully separated, the
selected quotes do not indicate that only a single facet was
involved in a particular inclusivity bug. We discuss more
about the interweaving between the facets in Section 5.2.2.
We also would like to highlight that inline with the goal of
the experiment, we were not interested to see if participants
fix all bugs but rather how they use the debugger to fix the
bugs and the barriers associated with it.
4.7.3. Operational Definition of an Inclusivity Bug

In our study, we use the definition of an inclusivity bug
from Guizani et al. [5]. If users ultimately complete their
tasks but face disproportionate barriers along the way, such
as confusion, missteps, or the need for workarounds, those
barriers are considered inclusivity bugs. For example, P20
immediately noticed that the run configurations had changed
and quickly adapted by finding a workaround; however, it
was not a barrier to carrying on with the tasks.

P20: “OK, so play it again. Oh.” <run configu-
rations are still at task1. Participant notices that
its still running first task> “Oh, oh, I must play
this. I have no doubt this works. I’m gonna guess
yes. OK.” <takes a go at a workaround running
the play from the gutter> “So let’s pass the 1st
others failed. Actually. Oh, it’s not in order. OK,
it’s passed the last one, but not these two. I see.
OK”.

But for P4 this feature of changing configurations be-
came a barrier.

P4: “I don’t see the other 2 test cases.” <par-
ticipant still not got the hang of the configura-
tion changing.> “but it says passed 0. I think it
passed”.

Examples illustrating each type of barrier in our study
are shown in Table 3.
4.7.4. Positionality statement

When using reflexive TA, the research team’s experi-
ences and professional backgrounds become tools for in-
terpreting the data, so it is important to acknowledge our
position. The research team comprised of three students and
two experienced researchers. The first author, a doctoral
student, is an experienced software engineer with industry
experience across three companies in two countries, and has
first-hand knowledge of the challenges of using software
engineering tools working across multiple teams. The two

experienced researchers, both affiliated with the university,
bring expertise in research and teaching in engineering.
The other two team members were final-year undergraduate
students from the University of Auckland.

5. Results
Before presenting the findings to answer our research

questions, we first give an overview of the participants’ task
performance and debugging choices. Even though most of
the participants were able to find all of the bugs, only just
over 70% were able to fix them all. This was due to the
first task, which contained a bug in a conditional statement
with boolean expressions (see line 5 of Listing 2). Excluding
Task 1, nearly 85% of the participants were able to fix the
remaining bugs.

1 def is_leap_year(year):

2 if year % 4 != 0:

3 return False

4
5 if year % 100 == 0 or year % 400 != 0:

6 return False

7
8 return True

Listing 2: Task 1 Python code

5.1. Identifying inclusivity bugs with the
PyCharm debugger

We identified 21 inclusivity bugs (see Table 4) related
to 13 features of the debugger that pose as barriers for
newcomers. From our thematic analysis, we identified two
main factors causing the inclusivity bugs: Discoverability
and Learnability.
5.1.1. Factors causing the inclusivity bugs

First, we explain these two main factors causing the
inclusivity bugs. Then, we explain how they manifested in
each of the 13 features.
1. Discoverability: The degree to which users can inde-

pendently locate features or functionality without requir-
ing external assistance. There are many factors that can
reduce discoverability. Some of the factors that were
found in this study were information overload due to
cluttered interface, suboptimal placement, lack of visual
cues, hidden or collapsed elements. Poorly chosen names
or the absence of descriptive labels can make it difficult
to understand the purpose of features and thus leading to
non-discoverability.

2. Learnability: The degree to which users can understand
and use a new feature. Insufficient or unclear feedback
can slow down the sense-making process. Sense-making
is a key part of learning, as users need to understand
the tool’s responses and form appropriate goals and next
steps to effectively navigate and understand what features
do.
Each feature with inclusivity bugs had either a discover-

ability bug, a learnability bug, or both.
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Table 3
Examples of participant actions and verbal utterances showing how features were coded as inclusivity bugs using the definition
from Guizani et al. [5]

Reason for classifying as inclusivity bug Participant actions and verbal utterances

Confusion P12: <participant goes line by line using debugger>...“I’m not sure what
just happened”. <Continues clicking step into my code and goes into next
test case...still uses only step into my code. Gets confused which test case
as still runs whole test suite.> “I’m not entirely sure how the debugger
works”

Missteps P14: “Ah I see what you mean, I think there is watch” <starts right clicking
on the line with breakpoint and looks for watch.... Participant fixated on
finding the variables using the watch feature of the debugger as he had
heard of it before but wasn’t aware that he couldn’t see the variables
because the debugger was not running.>

Workarounds P13: “Is this testing for 1904?”.... <uses print statement to see the outputs
of the boolean logic. Prints year also to make sure which test case ran.
Checks logs with the print statements to make sense of what the outputs
are.>

No progress P8: <introduced the stepping buttons at Task5 as participant continues
only with resume and it’s very hard to follow through variables>“these
ones?” <participant chooses to use step-over>... “Yeah. Yeah. So I think
that did help as well. ”

Asks for help P6: <clicks debugger but no progress as no breakpoints. Puts breakpoint
but keeps clicking the run button this time as debugger didn’t make sense
last time. Looks for the debugger. Gives up after looking for it. Goes back
to reading the code.> “can you show me how to use debug in Pycharm
and see the variables?”

5.1.2. Inclusivity Bugs in PyCharm
In this section, we describe the inclusivity bugs impact-

ing each of the 13 features. Recall that even if participants
ultimately find and make use of the feature, we still classify
it as an inclusivity bug if they encountered barriers along the
way.
Feature 1: Setting breakpoint and starting debugger ses-
sion
This feature had two inclusivity bugs: discoverability and
learnability. In Task 3, participants were guided to suspend
the program at a particular line. However, nearly a third of
them (seven participants) found this challenging.

Discoverability: Five participants had difficulty figuring
out how to set a breakpoint to suspend the program at a
specific line. One participant consulted the documentation
and, lots of tinkering, managed to place the breakpoint.
Others couldn’t figure it out and either asked for help or were
given help when they couldn’t progress further. Breakpoints
must be placed on the gutter, which is located on the left of
the code editor (see Figure 2). The gutter also contains the
run button and the line numbers appear unclickable, which
may have contributed to their difficulty.

P16: <participant tries clicking on the gutter line
numbers but breakpoints don’t get inserted.> “I
need to put more points. How to put? Using this?”
<clicks view breakpoints button as an alterna-
tive>

Learnability: A key step to starting the debugger and
suspending the program is by setting breakpoints first. Un-
derstanding how to use the breakpoint before starting the
debugger and what it does was a barrier for two partici-
pants. In Task 3, when participants were asked to suspend
the program at a specific line, P8 successfully places the
breakpoint by clicking on the line and then mentions: "I am
not completely sure what it does. Does it like remove the
line?”. He successfully finds the debugger icon but removes
the breakpoint before starting the debugger and was not sure
whether the debugger had started. P16, despite receiving
help and successfully setting her first breakpoint, continued
to struggle with setting breakpoints throughout the experi-
ment. She repeatedly used the manage Breakpoints window,
which, while allows breakpoint to be added, also contains
several other options that can overwhelm a newcomer

P16: <Even after interviewer helped participant
with placing breakpoint but again when placing
next breakpoint>“I want to put a breakpoint in
line 12 but its very difficult for me”

She struggled to use the manage breakpoints window
to add new breakpoints and needed multiple attempts and
assistance to fully grasp the feature.
Feature 2: Finding the debugger icon to start the debugger
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Table 4
Number of participants who encountered inclusivity bugs categorised by debugger feature and cause (discoverability and
learnability). - indicates no inclusivity bug

Feature description Discoverability bug Learnability bug
1 Setting breakpoint and starting debugger session 5 2

2 Finding the debugger icon to start the debugger 3 -

3 Stopping debugger session 1 -

4 Setting breakpoint at the correct line - 7

5 Following the execution point 1 2

6 Stepping through program 3 21

7 Examining variables 4 4

8 Managing breakpoints in the middle of a debug session - 7

9 Evaluating expressions 6 7

10 Resuming program 4 5

11 Exploring test results 13 1

12 Running or debugging tests 14 -

13 Changing run configurations 6 3
Total instances of inclusivity bugs 60 59

Figure 2: The gutter area highlighted in yellow with the debug icon hidden in gutter. It needs to be right clicked to open debug
option (see left), Pop-up dialog in Pycharm when stopping current session (see top-right) and Evaluate expression dialog (see
bottom-right)

This feature posed as a challenge due to not being able to be
discovered easily. Only three of the participants found this
as a barrier.

Discoverability: The small debugger icon being in the
right top corner and also hidden collapsed in the gutter/test
runner tab makes it hard to be seen (see Figure 2). P1
received a hint to help her as she was unable locate the debug
icon and said, “Ah, I just don’t see that”. Another participant,
P14 set the breakpoint but ran the tests without the debugger

(using the run button and not the debug button) and assumed
the debugger started looking at the expected and actual value
printed in the test logs. He was eventually provided a hint as
well to try running the test cases differently.
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P14: “Is what I am looking at the debugger. I
am expecting one thing and its giving something
else. My immediate thought would be to follow the
calculations that lead to these numbers. How does
it get there? You told me run the debugger and
then I found these issues and then I trace it back
where and I run the debugger there and from there
till I find something that works.” <interviewer
asked participant to examine state of the code at
specified line> “Ah I see what you mean, I think
there is watch” <starts right clicking on the line
with breakpoint and looks for watch>

Feature 3: Stopping debugger session
Only one participant encountered this discoverability

inclusivity bug.
Discoverability: After successfully setting the break-

point and starting the debugger, one participant, did not
know to stop the debugger. He tried to start the debug-
ger again without stopping the previous debugging session,
which resulted in a pop-up window appearing prompting
him to stop and rerun the debugger (Figure 2). He was
confused and hesitant to click on the stop and rerun button.
Feature 4: Setting breakpoints at the correct line
This feature was identified as a barrier due to a single
inclusivity bug: learnability.

Learnability: After figuring out how to set the break-
point, figuring out where to set it was a challenge for nearly
a third (seven) of the participants. Breakpoints must be set
on any executable line of code and not the method signa-
ture. Some participants set the breakpoint in the method
signature, and, as this does not suspend the program, they
struggled to progress with the debugger. Some participants
set the breakpoint at the return statement line and were
confused as to why they cannot observe the other variables.
Four participants struggled but were eventually able to make
sense of it, but three of them had to be guided to change
the breakpoint to the line that needed to be examined. P5,
one of the participants who eventually placed the breakpoint
correctly at the desired location, after a bit of a struggle,
expressed self-doubt, saying "I am not sure whether I have
put the breakpoints correctly or not”.
Feature 5: Following the execution point
This feature exhibited two inclusivity bugs.

Discoverability: Only one participant, P8, after success-
fully starting the debugger does not realize what happened
and reached out for help saying: "Can you explained to me
what happened?”. He does not realize the code has been
suspended at the highlighted line of code, and he does not
see the variable tab in the debug tool window.

Learnability: Two participants who noticed the blue
highlighted execution point, tried to make sense of it. They
were confused as to whether the line was already execute or
not. But gave up and eventually asked for help.

P1:“does it stop before this line or after this
line?”

Feature 6: Stepping through the program
A very important step needed to navigate through the code
using the debugger while also having control of the execu-
tion of the code are the stepping functions of the debugger.
The stepping buttons are located on the debug window
toolbar. This feature exhibited both inclusivity bugs, and
only three (12%) of the 24 participants were able to find and
make sense of the step-over button, making it a significant
barrier.

Discoverability: Finding the stepping buttons was a bar-
rier to three participants. P1 reached out for help to find
the stepping buttons and was pointed towards the stepping
buttons. Even after showing the stepping buttons, P1, when
looking to navigate into the nested function, hovers over all
the stepping buttons but does not click on them as she doesn’t
realize what the labels mean. She later commented if “step
into” had been named “step into function” it would have been
more helpful. Another participant, P20, was able to discover
the stepping buttons easily but mentioned that the stepping
icons are so small and it would be better if the order of
them were changed. He said, the step-into-my-code is more
important than step-into. P4 on the other hand wanted to use
the debugger during Task 2 and says “I want to step through,
to see line by line but I am not sure how to do that". She
goes on to click around for some time and eventually sees
the stepping buttons with no assistance due to her tinkering
but when clicked on the step-over, gets confused as it takes
her into library classes.

P4: “I think I did step-over and it took me some-
where else. I don’t know which one I want to
use..... I assume I step over now. I am scared it
will take me somewhere else”

P8, being one of the three who found it hard to find the
stepping buttons, clicks only the resume button to navigate
the code. Due to the participant’s failure to see the stepping
button, completing the task became more challenging as it
was hard for him to keep track of the variables as the resume
button doesn’t go through each line of the code. However, as
he was continuing the tasks only with the resume button, he
was eventually given a hint at Task 5 pointing towards the
stepping buttons.

Learnability: This bug was the most frequently encoun-
tered, affecting 21 participants. One participant, P1, while
stepping through the code mentioned: “I feel like it will be
easier for people who know how to use it, but I don’t” and
abandoned the stepping functions and resorted to adding and
removing breakpoints and restarting the debugging session
every single time a new breakpoint was needed. Understand-
ing the differences and purposes of each stepping button was
not very intuitive.
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P18: “Step over and step into what’s the difference
between these two? I don’t know what’s the differ-
ence between this two. OK and step out is going
back. But if I want to go back to my code only
I can click that blue arrow thing.” <points step-
into-my-code> “And I’m bit confused with step
over and step into.”

Feature 7: Examining variables
The Variables pane of the Threads&Variables tab of the
PyCharm debugger window allows the user to examine the
values stored in the objects of the program. This feature was
both a discoverability and learnability inclusivity bug.

Discoverability: Finding the variables tab was challeng-
ing task for four of the participants. To highlight a few
scenarios, one participant, P19 reached out for the documen-
tation for help but still struggled saying “I’m still looking for
threads and variables tab” and eventually was given a hint to
look at the bottom debug window. Another, P4 was looking
for the variables in the right place, but as the wrong thread
was selected in the frame stack, the correct objects were
not showing up. The Frames pane within the variables tab
shows all threads of the application. Since she had selected
the wrong thread, she needed a lot of tinkering to be able to
locate the current thread. Another, P10, on the other hand
gave up quickly and asked for help saying “sorry not able to
find”.

Learnability: Four others, even though discovered the
variables pane easily, found it uncomfortable to use and
preferred printing the values on the console.

P9: “Is end month starting from 0 or 1? I’m low
key tempted to console log stuff”

Feature 8: Managing breakpoints in the middle of a debug
session
This feature had a single cause for being identified as an
inclusivity bug, which was its barrier in learnability.

Learnability: It was not intuitive that breakpoints could
be added or removed during the debugger session without
having to restart the session. This became a disadvantage
to seven of the participants as they kept restarting the de-
bug session which was time consuming and hard to follow
through the code execution.
Feature 9: Evaluating expressions
This feature of the debugger helps to evaluate expressions or
code fragments.

Discoverability: In our study, this feature would be
handy to evaluate in the case where multiple conditions are
in a single expression but out of the 24 participants, only
five explicitly asked how to evaluate expressions, looked
for the feature, and found it. The feature was not intuitive.
13 participants didn’t look for it at all and continued with
their tasks. The six participants who found this barrier didn’t
use the term “evaluate expressions,” but their workaround
with the use of print statements or splitting up conditions
suggested they were trying to inspect or check expressions.

Learnability: Even the five participants who found it,
couldn’t make sense of how to use it. P19 mentioned, “it
looks like a calculator. Don’t know what it does”, and
moves on. P7 mentioned, “evaluate expression. my guess
it evaluates it without going into the line” and then clicks
on it and an empty window opens and says “oh alright, that
doesn’t do anything” (see Figure 2). When explained what it
does, participants mentioned that’s its one of the most useful
features in the debugger but its not intuitive.
Feature 10: Resuming program
When the debugger is suspended at a breakpoint, the resume
button allows the program to continue running until the
next break point (if any) or until the program terminates,
eliminating the need to step through each line manually. This
feature was found as a bug under both causes.

Discoverability: Three participants specifically asked
about resuming but did not succeed in finding the feature.
P7 spent time looking for it, and while they were able to
find the button, it did not work as they anticipated since the
breakpoint was not placed correctly, so they ultimately gave
up saying:

P7: ”how do I run till the next breakpoint? is it
resume. Nope that ran the whole thing. I don’t
want to step through all 3 lines of the loop. I know
its possible, but how do I do that?" <the break-
point must be in the first line of loop to continue to
next loop. But participant has placed breakpoint
one line above it and clicking resume finishes the
program. So participant searches for ‘run until
next breakpoint’ but documentation overwhelm-
ing. Looks for continue for some time and gives up
eventually as he wants to progress with the task>
“OK i guess I’m gonna, ill just step through every
single line.”

Even though he found the feature, he did not realise
that is what the feature is for as the breakpoint was placed
incorrectly, thus making the feature not discoverable. One
participant who looked for the continue/resume button gives
up looking for it and finds it later when continuing with the
tasks, another participant was stuck in other library classes
for quite some time and had to be pointed out to resume the
program even though they did not ask for the feature.

Learnability: Out of the participants who found it, only
two made sense of what the feature does. The rest (five
participants) either misinterpreted its function or did not
know how to use it and were reluctant to use the feature. For
example, P9 struggled to understand the button’s function-
ality after using it and expressed risk-averse feelings, stating
"I don’t trust resume program any more. I don’t know what
it does. So I’m gonna step over”. P20 misunderstood the
functionality of the resume button as skipping over the loops.
Feature 11: Exploring test results
The Test Runner tab opens in the Run tool window when
a testing/debugging session starts. The left pane of the tab
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shows the tree view of test cases along with their statuses
including whether they have failed or passed. This feature
had both discoverability and learnability barriers.

Discoverability: Find the test runner tab was a barrier
for just over half (13) of the participants. Participants who
faced this barrier spent time trying to understand the logs
and figuring out what test cases failed and the reason for the
failure. The test results in the test runner tab is right next to
the console and error logs, but due to the cluttered interface
was difficult to find. Two participants even made guesses P2:
“I assume it’s the first one that passed” and carried on with
the task. P18 was relieved that she didn’t have to check which
test cases failed, “OK. Oh, all three test cases failed. Oh,
yes. Three failed. OK, I don’t need to check.” as she had not
figured out that the test results can be easily explored using
the test runner tab. When asked why she did not see the test
runner tab, her response was, “maybe because it was hidden
like this and it was not very visible. Maybe I saw it, but I I
didn’t mind to explore.”

Learnability: Only one participant who found the test
runner tab found it difficult to understand what it means. P4,
who found the feature easily, struggled to understand what
the icons and statuses on the test cases represented.

P4: "I haven’t really got the hang of to tell which
one has failed.”

Feature 12: Running or debugging tests
Test cases can be run or debugged individually or as a whole.
This was a feature which was hard to be found by 14 (58%) of
the participants. The individual run icons for each test case
are located on the gutter of the IDE. The default Python3 unit
test behaviour is that test cases are run in an arbitrary order
unless specified otherwise. Also to debug them individually,
either the gutter run/test runner tab icon next to the desired
test case must be expanded (see Figure 2) revealing the
debug icon or the run configurations must be changed (this
was classified as another barrier - Feature 13)

Discoverability: Figuring out how to control the execu-
tion of each test case was beneficial for those who discovered
this feature. P9 mentioned, “I don’t want it to run like the
whole test suite” and looks how to run test cases individually
but doesn’t find the debug in the gutter but tinkers around
and opts to right click the test case and chooses debug.
Those who faced this barrier found workarounds to keep
track of which test case was being debugged by following
variables and printing variables but it was not easy to follow
if breakpoints were not placed in the right places (as some
breakpoints are not reachable for some tests).

P15: “I have no idea what I am or how I am
debugging the tests.”

P4: “I want the first test case to fail. I don’t know
why its going to the last test case. It has already
passed”

Feature 13: Changing run configurations
This had both a discoverability bug and learnability bug.

Discoverability: Six of the participants encountered is-
sues with the run configurations being changed in PyCharm.
They were unaware that the configurations had changed and
were confused why the expected testcases were not being
run. One of them who faced this barrier figured out an
alternate way to run the desired file after some tinkering by
right clicking on the file and running it directly. The other
five were given hints due to confusion about what happened.

P24: “No, at the beginning there was like a screen
which basically told me everything I passed and
everything I failed. So you want to see everything
that yes, do I need to unclick these?” <asks should
she remove the breakpoints. participant hasn’t
realised run configurations have changed and only
one test case running>

Learnability: Three participants had difficulty in using
the feature. P9, realised that the configurations changed, and
correctly clicks on the run configuration option but was not
clear on how to change it back to the current file being tested.

P9: “am I allowed to figure out here?” <clicks
on the run configurations> “its nothing important
here”

Two other participants had to be repeatedly reminded to
change the run configurations. Although they knew where
to make the change (so not a discoverability bug), they were
often confused during the course of the experiment because
they didn’t realize the configuration had changed. This was
mainly due to lack of feedback from the tool that the run
configurations had been changed.

RQ1
What inclusivity bugs do newcomers encounter
when debugging with PyCharm?

Answer: We identified 21 inclusivity bugs related
to 13 features of the debugger that newcomers en-
counter when debugging with Pycharm caused by
two reasons: discoverability and learnability.

5.2. Analysing relationship between the identified
inclusivity bugs and the GenderMag facets

We answered our second research question by comparing
GenderMag facet scores with the likelihood of facing inclu-
sivity bugs. We do this considering first the overall number
of inclusivity bugs participants faced, followed by looking at
the number of inclusivity bugs broken down by the two main
factors of discoverability and learnability. Figure 3 shows the
participants who encountered the least and most inclusivity
bugs using the quartiles as the cut-offs. Figures 4 and 5 are
the distribution of participants who encountered inclusivity
bugs for specific causes (learnability and discoverability
respectively).
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Figure 3: Facet distribution of all participants with most (in black labels) and least (in white labels) inclusivity bugs (both causes)
encountered highlighted as Abi, Pat, Tim (Here most and least are categorised using Q1 and Q3 as the cut-off. The red line is
the median of the facet distribution.)

5.2.1. Overall - All Inclusivity Bugs
Figure 3 shows the participants who faced the most

number of inclusivity bugs (in black) and those who faced
the least number of inclusivity bugs (in white). As described
in Section 4.7.2, the first and third quartiles were used as
cutoffs for identifying the participants who faced the least
and most inclusivity bugs. When considering all of the
inclusivity bugs, the cut-offs were three or less for those
facing the least number of inclusivity bugs and seven or more
for those facing the most inclusivity bugs.

As illustrated in Figure 3, most participants who encoun-
tered the highest number of inclusivity bugs are clustered
around the Abi and Pat personas (with Pats leaning towards
Abi) for four facets: motivation, self-efficacy, learning style,
and risk attitude, and around the Tim and Pat personas (with
Pats leaning towards Tim) for the information processing
style facet. This suggests that the inclusivity bugs were more
strongly associated with Abi-like and Pat-like participants.
However, this was not uniform. Participants faced less issues
were not limited to a single facet type but were observed
across the spectrum, highlighting individual variation and
the interweaving of multiple facets which we discuss more
in detail in Section 5.2.2.

To investigate deeper into how the facets related to the
inclusivity bugs, we next examine these trends by consider-
ing the two main causes of inclusivity bugs, discoverability
and learnability. We present our findings on learnability first
due to a larger number of participants falling below the first
quartile and above the third quartile, allowing for greater

differentiation between those who faced the most and least
inclusivity bugs for this factor.
5.2.2. Learnability Bugs

The number of learnability inclusivity bugs faced ranged
from zero to six. Figure 4 shows the participants who faced
the most and least learnability bugs. The most, shown in
black, faced three or more (third quartile), while the least,
shown in white, faced one or less (first quartile). There are
21 participants included in this graph based on these cutoffs.

Twelve participants faced three or more learnability
bugs. Of those, we see that for four facets, except information
processing style, Abis and Pats encountered more inclusivity
bugs than Tims(see figure 4). In the motivation facet, 42%
of participants are Abis, 33% are Pats, and 25% are Tims;
among the Pats, half lean toward the Abi end of the spectrum.
In the self-efficacy facet, 33% are Abis, 42% are Pats, and
25% are Tims, with 60% of the Pats leaning toward Abi. For
learning style, 25% of participants are Abis, 58% are Pats,
and 17% are Tims; among the Pats, three toward the Abi
and one toward Tim. For risk attitude, 42% of participants
are Abis, 50% are Pats, and only 1 participant is a Tim.
The only facet where Tim personas encountered more issues
than Abi personas was information processing style, with
five participants compared to Abi’s three. We observe that
white labels (participants who faced the fewest inclusivity
bugs) tend to cluster towards the Tims end for facets such as
motivation, self-efficacy, and risk attitude. In contrast, black
labels (participants who faced the most inclusivity bugs)
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Figure 4: Facet distribution of all participants with most (in black labels) and least (in white labels) inclusivity bugs (learnability
only) encountered highlighted as Abi, Pat, Tim (Here most and least are categorised using Q1 and Q3 as the cut-off. The red
line is the median of the facet distribution.)

cluster towards the Abis end for facets such as motivation,
self-efficacy, learning style and risk attitude. These are just
trends we see with a small sample, so we refrain from
providing any quantitative results for a general population.

To better understand the learnability bugs in relation to
cognitive style, we examine them based on the five Gender-
Mag facets as explained in the methodology in Section 4.7.2.
Here we present our results in detail under each facet with
illustrative quotes and actions. Because individual quotes
do not always map neatly onto a single facet as seen in
previous studies as well [5], throughout this section we
draw on multiple quotes to illustrate the broader patterns
we observed between facet scores and the inclusivity bugs.
Quotes are thus used to support the trends rather than as
definitive evidence of a facet in isolation.

Motivation: As seen in Figure 4, out of the 12 partici-
pants who faced the most learnability inclusivity bugs, five
lie in the Abi region, four lie in the Pat region and three
in the Tim region. Individuals with low motivation tend to
stick to familiar features and avoid exploring additional ones.
However, failing to find or understand additional features
can also make using the other features more difficult. For
example, participants who did not discover how to run or
debug individual test cases found it more difficult to follow
through the state of the code as participants were confused
as to which test case was being run, especially if breakpoints
weren’t in optimum positions. We also observed different
levels of motivation, with some participants not even trying
to look for features and others spending significant time

attempting to find features before giving up and reverting to
familiar features. For instance, when looking for the resume
button, P1 did not try to look for it further.

P1: “so this is one pass of the for loop, can I get
it to do a second pass?” <participant was given a
hint to look at the tool window but does not look
for the resume function and continues with task>

But P9 and P7 spent some time looking for it and
ultimately gave up.

P9: “I want to see the loops its going through. I
wish there was a continue or something” <partic-
ipant looks for resume and gives up.....> “I don’t
even know what I’m debugging.... I’m low key
tempted to console log stuff.”

P7: "I don’t want to step through all 3 lines of the
loop. I know its possible, but how do I do that”.
<Keeps looking for the resume button and then
says> “I’ll just step through every single line”

Self-efficacy: We see a similar trend for self-efficacy
as well. Of the 12 participants who faced the most learn-
ability inclusivity bugs, four are in Abi region, five Pat
and three Tim. Abi and Pat usually display low to medium
self-efficacy. We also observed participants with high self-
efficacy facing more inclusivity bugs, such as P1, P4, and
P19. One possible interpretation is that, for example, P4,
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despite scoring high on self-efficacy, her risk attitude is low
(Note that Abi-like and Pat-like participants share the same
traits for risk-attitude - See Table 1). She was reluctant to try
to new features to learn what they do. When making sense
of what the stepping buttons so, she said, “I assume I step
over now. I am scared it will take me somewhere else”.

If we take the feature, setting breakpoints, six of them
had difficulty in making sense where to set the breakpoints,
and they were eventually guided to change the breakpoint to
the line that needed to be examined (even though they knew
how to place the breakpoint, they struggled learning how to
use it and placing them in optimum lines). For example, even
after guiding P5 to place breakpoints at an executable line of
code, they continued to express self-doubt:

P5: “I am not sure whether I have put the break-
points correctly or not”

Some participants (for e.g. P3) were very confident of
their actions and their bug fixes indicating high confidence
and self-efficacy:

P3:“pretty sure it will work.”

Learning style: Here too we see similar trends with 10 of
the participants facing the most learnability bugs lying in the
Abi and Pat region (three Abis, seven Pats and two Tims).
For example, it was not intuitive that breakpoints could be
added during the debugger session without having to restart
the session. This became a disadvantage for process-oriented
learners with low self-efficacy and low tolerance for risk,
leading to less tinkering, such as P10, P11, P16, P20 and
P21, as they kept restarting the debug session which was time
consuming and hard to follow through the code execution.
When participants got confused, they tend to be reluctant to
use the features again as well.

P16: “I need to check days” <changes break point
to 30 and restarts debugger.> “I need to restart
yeah”.

But despite being at the lower end of Abi for learning
style, some were still able to overcome barriers. This high-
lights the role of multiple facets, which we discuss further in
the section on interweaving facets (see Section 5.2.2).

Risk-attitude: This was the most significant barrier where
almost all of the participants who faced the most learnability
inclusivity bugs lie in the Abi and Pat regions, who tend to be
risk-averse. For instance, learning how to set the breakpoint
at the correct line as desired to follow the program execution
was a challenge for seven participants. All seven participants
were risk-averse (aligned with either Abi or Pat).

Another feature which disadvantaged risk-averse partici-
pants was the stepping buttons. Those who found it or needed
help to find it abandoned it due to reluctance to use it as they
got confused of what they actually do. Out of the participants
who were reluctant to use the feature (P1, P4, P17, P20, P8,
P12, P9 and P14), we see that most of them (except P8, P12
and P9) are Abis and Pats, who tend to be risk-averse. While

trying to get the hang of the stepping buttons, P4 expressed
fear despite being Pat-like leaning towards Tim’s end.

P4: "I assume I step over now. I am scared it will
take me somewhere else"

P12, although scoring higher than P4 on risk tolerance,
was reluctant to try new features since the step-into-my-
code function in their code was already working fine. This
could be due to low motivation and a preference for familiar
features, but using just that stepping button eventually led to
confusion.

P12: <sticks to using only one stepping button.
Reluctant to try others>“I’m not entirely sure how
the debugger works”

Resuming program is another features that out of the five
who faced learnability issues, four of them were risk-averse.

P9: “I don’t trust resume program any more. I
don’t know what it does. So I’m gonna step-over
to see”

Information-processing style: Seven out of 12 who faced
the most inclusivity bugs were Abi and Pat like (recall
that Abi-like and Pat-like participants share the same traits
for information processing style - see Table 1). Notably,
almost all Tim-like participants for this facet encountered
the highest number of inclusivity bugs, with five out of
six affected. So, this was the only facet where most of
the Tim-like participants encountered the most learnability
inclusivity bugs. Being selective with information can be a
disadvantage, as not all relevant information may be known.
For example, during Task 5, P10 said:

P10: “what is number of days in the test case?”

He was unable to make sense of the debugging process as
he had not examined the test cases. Inter-weaving of facets:

While our analysis above considered each facet individually,
the facets can influence each other. For example, while
having a low motivation to try new features was seen as a
disadvantage for many, some participants overcame and did
not face many learnability bugs despite having low motiva-
tion. This was likely due to their other facets. For example,
P3 aligned with Tim on all facets except motivation and did
not face any learnability bugs. P12, who also scored low
on motivation, demonstrated a comprehensive information-
processing style, even though their score categorized them
as selective. They thoroughly read all the code and test
cases before starting the tasks and consulted the debugger
documentation, which helped them better understand the
debugger features throughout the tasks. P17 too overcame
their low motivation because of their tendency to tinker. We
also see some of the participants who encountered the fewest
learnability inclusivity bugs (P13, P17, and P23) aligning
with Abi and Pat in self efficacy. They appear at the tinkering
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end and risk-tolerant which may have been an advantage for
them despite their lower self efficacy.

Conversely, being high in a particular facet does not
mean you will not face inclusivity bugs. For example, P19,
P4 and P1 scored high self-efficacy, yet still faced many
learnability bugs. They all often reached out for help and
were reluctant to use features despite their high self-efficacy.
This may have been due to their risk-averseness. P14, who
was fixated in finding the variables using the watch feature
of the debugger got distracted of the main task in hand due to
his high motivation to find the feature. We also see that other
participants who faced more inclusivity bugs like P5 who
scored a Tim in learning-style, Abi in self-efficacy and low
tolerance to risk, again highlighting the interplay of facets.

Comparing P9, who encountered five learnability in-
clusivity bugs, and P12, who encountered only one, both
showed reluctance to engage with features that caused con-
fusion. Despite their risk tolerance, they tended to rely on
familiar features.

P9:“I don’t trust resume program any more. I
don’t know what it does. So I’m gonna step-over
to see”

P12: <looks at documentation and finds the step
into my code. Continues using that for the rest of
the task5>

They exhibited low to medium self-efficacy and motiva-
tion, which may have amplified their reluctance to continue
using features that were confusing, leading them to stick to
familiar features instead. Risk aversion and low self-efficacy
are related and can amplify each other. For instance, risk-
averse people experimenting with new debugging features
may feel discouraged if their initial attempts are unsuc-
cessful. This can further lead to reduction in self-efficacy,
making the perceived risks of adopting these features even-
greater [33].

It is interesting to note that none of our participants fell
cleanly into one single persona for all five facets.
5.2.3. Discoverability Bugs

The number of discoverability inclusivity bugs faced
ranged from zero to five. However, many of the participants
fell between the first and third quartiles. Considering only
those who faced the most discoverability bugs (scores ≥
third quartile threshold of 4) and the least discoverability
bugs (scores ≤ first quartile threshold of 1), resulted in
only 10 participants being considered for this analysis. The
GenderMag facet plot of all participants who faced the
most and least discoverability inclusivity bugs can be seen
in Figure 5. Again, participants who faced the most are
shown in black and those who faced the least are shown in
white. However, due to the small sample size, it is difficult
to identify trends at each facet level. Instead, we examine
individually the participants who faced the most and least
discoverability inclusivity bugs.

(1) Participants who faced the most inclusivity bugs: The
participants who struggled the most to find features in the
debugger were P1, P4, P10, P16 and P17.

P1 is someone with low motivation, who is risk-averse,
and has a more process-oriented learning style (low tinker-
ing). She has high self-efficacy and has a more selective
information processing style. Despite her high self-efficacy,
she often reached out for help during the tasks, which could
have been due to her attitude towards risk and low moti-
vation to try unknown features. Her selective information
processing style also disadvantaged in her in seeing things.
For instance, she was unable to locate the debug icon, the
resume icon, and the stepping buttons. She needed hints from
the observer to find all of them. When shown the debug
icon, P1 says, “Ah I just don’t see that”, which could have
been due to her selective processing, compounded together
with her reluctance to tinker around, risk averseness, and low
motivation. Her process-oriented learning style was evident
when she hovered over the stepping buttons, trying to learn
more about what they would do, but did not click on them.
Her risk aversion further disadvantaged her in this situation.
She became overwhelmed when looking at the test logs and
said “oh boy”, but she was not motivating to look for another
way (i.e. test runner tab) to explore test results.

P4 is also someone with high self-efficacy, but with
somewhat higher motivation than P1. She is a tinkerer but
gathers information comprehensively and is somewhat risk-
averse. She was able to find some features that P1 could not
find, like the stepping buttons and the test runner tab after
a bit of tinkering. However, she had difficulty in finding
the variables pane as her tinkering led her into the wrong
frame. While she was very thorough when observing what
happened when she was using the debugger, she expressed
confusion when desired test cases weren’t running. She was
not motivated to find a way to run test cases individually.

P4: “I want the first test case to fail. I don’t know
why its going to the last test case. It has already
passed”

P16 had high motivation, but had low self-efficacy, was
risk-adverse, and had a process-oriented learning style. She
had difficulty in figuring out how to start the debugger
session itself. She was motivated to figure out how to start the
debugger and consulted the documentation, but struggled to
add a breakpoint on the gutter. Her process-oriented learning
style might have disadvantaged here as there was no clear
instruction how to add breakpoints and the gutter seemed
unclickable. When clicking on the gutter didn’t work, she
continued to be motivated and looked for another alternative
way by clicking the “view breakpoints” window. Despite
her high motivation to look for alternative methods, her risk
averseness and low tinkering eventually led her to express
difficulty and reach out for help.

P16: “I want to put a breakpoint in line 12 but its
very difficult for me”
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Figure 5: Facet distribution of all participants with most (in black labels) and least (in white labels) inclusivity bugs (discoverability
only) encountered highlighted as Abi, Pat, Tim (Here most and least are categorised using Q1 and Q3 as the cut-off. The red
line is the median of the facet distribution.)

P17 had low motivation and low self-efficacy, and was
very comprehensive in gathering information. He was a
tinkerer and was also risk averse. When looking for the
variables tab, he could not find it and eventually gave up and
needed help. His low motivation and low-self-efficacy might
have contributed to this. He kept apologizing again and again
as well.

P17: <keeps looking for variables in the logs and
gives up.> Just let me see. I see it. Oh, maybe I
have no see very useful information. I didn’t see
the useful information.

P10 also gave up when looking for the variables pane.
He has medium motivation, low self efficacy, is process
oriented, more risk tolerant (a Pat but more towards Tim),
and very selective. Even though he is risk-tolerant, his other
four facets (more Abi and Pat like) could have disadvantaged
him.

P10: <starts looking for the variables pane.
Clicks some buttons in the debug tool window but
doesn’t see variables pane>. “sorry not able to
find.”

(2) Participants who faced the least inclusivity bugs:
The participants who encountered the least discoverability
inclusivity bugs were P3, P7, P18, P20 and P21.

Both P3 and P21 faced zero discoverability bugs. While
P3 had little debugger experience, P21 had never used them
before. P3 is more selective in processing information, but
tinkers and has a high tolerance to risk. They were willing
to click around in the debugger no matter what the outcome
was. P21, even though he was a Abi or a Pat for all facets,
carefully tinkered throughout the experiment and was able
to find the required features for the tasks.

P18 had similar personas as P21, but also exhibited
tinkering throughout the experiment. She was also very
observant when run configurations changed and was able to
fix them successfully. She was not able to find the test runner
tab but found how to run test cases individually to overcome
that barrier.

P18: “I couldn’t clearly find which test case fails
OK. In when I run whole code. OK OK, so I’m now
debugging 1 by 1, OK running test case. This is 1
by 1”

P7 scored a Tim for all facets except information process-
ing style. P7 only had difficulty in finding the resume button.
He was motivated to keep looking for the resume for some
time, and was tinkering around the debugger, but eventually
gave up looking for it to continue with the tasks.
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P7: "I don’t want to step through all 3 lines of the
loop. I know its possible, but how do I do that”.
<Keeps looking for the resume button and then
says> “I’ll just step through every single line”

Even though P20 is more towards Abi for all facets ex-
cept information gathering, he faced only one discoverability
inclusivity bug (finding evaluate expression).

P20: <steps into and comes to main function line
28> “But this is right, so that’s fine.” <participant
doesn’t sound so sure if it the function returns true
and tries to find a way to see what the helper
function returns. Eventually asks for help> “Is
there a way you can know what this is returning?”

With the exception of that one feature, he was very
intuitive in finding all needed features even though he had
never used debuggers before.

Overall, we found that tinkering was most useful for
avoiding Discoverability bugs. Even participants who were
Pat-like tinkered. Low self-efficacy and risk-averseness,
compounded with selective information processing, con-
tributed to more discoverability bugs.

RQ2
How do the inclusivity bugs identified in the debug-
ger relate to the GenderMag facets?

Answer: We identified trends for the learnability
bugs, which showed that Abi and Pat were the
most disadvantaged with respect to Self-efficacy,
Learning Style, Motivation, and Risk attitude. With
respect to Information Processing Style, it was Tim
who encountered the most learnability bugs. Discov-
erability bugs were spread more evenly across the
facets. Tinkering helped reduce discoverability bugs.

6. Discussion
In this section we interpret the results, discuss the im-

plications of our findings for researchers and practitioners,
explain the limitations and threats to validity of the study,
and discuss potential future work.
6.1. Consistency with Prior Studies

Our findings align with prior studies on applying Gen-
derMag to SE tools, reaffirming that Abi encounters more
challenges. In our study, we did not focus solely on Abi and
Tim; we also examined the Pat persona. The findings suggest
that participants who shared characteristics with Abi and
Pat in terms of self-efficacy, learning style, motivation, and
risk attitude were most likely to encounter inclusivity bugs,
indicating that the tool often fails to support Abi-like traits.
Additionally, participants with a Tim-like information pro-
cessing style also experienced a high number of inclusivity

bugs, highlighting that even some traits associated with the
Tim persona are not well supported by the tool.

Similar to prior research, our participants often had a
combination of facets and did not align strictly to a single
GenderMag persona [5, 10]. By analysing the facets individ-
ually, we showed how different combinations of facets can
either disadvantage or benefit users while using the debug-
ger. For example, both P1 and P4 encountered difficulty in
finding the stepping buttons. P1, who had low self-efficacy
a process-oriented learning style (both Abi traits), was not
able to find the buttons on her own. However, P4, who had
a tinkering learning style (a Tim trait), clicked around for
some time and eventually found the stepping buttons with
no assistance. This illustrates the need for the debugger to
be modified to suit different cognitive styles more equitably.

Past research has shown that women tend to skew to-
wards Abi and men towards Tim, thus leading to gender
bias [10, 43, 6]. Vorvoreanu et al [10] conducted a qualitative
study with 20 participants on the use of search engine
with and without GenderMag treatment. Eleven identified
as women and nine as men. Their results show that in
the original version, women had failure rates twice that as
men and after the GenderMag treatment on the software,
the gender gap was eliminated completely. Murphy-Hill et
al. [6] conducted a large scale investigation of GenderMag at
Google on the code review tool. They report data from over
30,000 users. They too found that before the GenderMag
redesign, it took women more time to discover the feature
than men. But after the redesign with GenderMag, the gen-
der gap disappeared. We did not see this clear difference
between genders in our 24 participants. However, out of
the seven participants who faced the most inclusivity bugs,
five of them were women, while out of the eight who faced
the least, only two were women. While these findings are
based on a a small sample and not statistically generalizable,
they align with trends reported in prior research on gender
bias in software tools. Our results reinforce the importance
of considering inclusivity in the design and evaluation of
software engineering tools and practices to suit all ways of
thinking.
6.2. Limitations of GenderMag

While GenderMag is a useful framework and has proven
effective in identifying inclusivity bugs, it has limitations,
which we discuss here.
The scope of inclusivity is gender focused: GenderMag,
which is grounded in empirical research on gender-related
cognitive differences, focuses solely on one dimension -
gender. This limitation has been addressed through introduc-
ing InclusiveMag, which generalizes GenderMag to handle
multiple dimensions of diversity beyond gender [44]. The
InclusiveMag process can be used to develop evaluations
specific to other dimensions of diversity, such as age, socio-
cultural aspects, or ethnicity. Our study focuses on gender
differences, but future work exploring additional dimensions
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of diversity can build upon InclusiveMag.
Binary or limited gender representation: Although Gender-
Mag aims to make software more gender inclusive, the re-
search on which it is grounded is primarily focused on binary
gender only. GenderMag has acknowledged limitations in its
binary and limited gender representation, primarily focusing
on "masculine" and "feminine" cognitive style clusters rather
than capturing the full spectrum of gender identities. Much
of the underlying psychological research, including that
which informs GenderMag, has similarly been constrained
by limited gender representation. However, recent studies
have begun to address this gap. For example, a study extend-
ing GenderMag by including transgender and non-binary
personas found that gender and appearance do influence the
GenderMag evaluation process [45].

Lab-based experiments, such as ours, are not limited to
binary gender if participants are diverse across the gender
spectrum, but the analysis is still constrained by the Gender-
Mag framework that was based on binary gender. Research
in cognition has found that transgender individuals often ex-
hibit cognitive patterns that align with their gender identity
rather than assigned sex [46]. Joel et al. [47] demonstrate
that most individuals possess a "mosaic" of masculine and
feminine cognitive traits rather than purely binary patterns.
Morgenroth et al. [48] propose to move beyond gender
binaries in cognitive research entirely, a perspective that
challenges frameworks like GenderMag to evolve toward
more intersectional, identity-inclusive approaches and to
update their personas in line with new cognition research.
Persona perception and stereotyping effects: Currently, Gen-
derMag uses multiple photos to represent each persona as a
way to mitigate stereotyping without reducing engagement
with the persona. However, research shows that when per-
sonas have no specific gender is assigned, users often default
to assuming the persona is male [25]. We addressed this
concern by using actual participants to identify inclusivity
bugs rather than employing the cognitive walkthrough with
predetermined personas. However, we acknowledge that
categorizing participants into three personas for analysis
inevitably leads to some oversimplification and cannot fully
capture the nuances of individual differences [20].
Using the median to categorize Abis and Tims: In the Gen-
derMag method, facets are assigned based on the median.
Scores to the right of the median are Tim-like and scores
to the left of the median are Abi-like. This median-based
approach, however, overlooks nuances among participants
whose scores fall near the boundary between personas.
To address this limitation of GenderMag and to add more
nuance to personas across the spectrum, we included the
first quartile and third quartile boundaries in addition to the
median. This way, we can differentiate Abi-like Pats and
also Tim-like Pats. However, we observed a considerable
proportion of participants clustering on or near the quartile
boundaries, including the median. This highlights that, while

personas provide a useful heuristic, categorizing individuals
into discrete groups risks overlooking subtle but meaningful
differences among users whose characteristics fall adjacent
on a spectrum. We identify the treatment of individuals
on quartile boundaries as a key area for future research,
particularly in developing methods that better account for
users at the edges of persona categories.
Facet mapping with in-situation behaviour was not always
exact: Although participants were assigned to a persona
based on their questionnaire scores, their behaviour dur-
ing the experiments did not always align with their as-
signed persona classification. While GenderMag has val-
idated its questionnaire, other studies have also reported
imperfect alignment, with only 78% of participants’ in-situ
facet verbalizations corresponding to their questionnaire
responses [5]. This behaviour could be due to several factors.
The experimental setting itself may alter participants’ natu-
ral behaviour. Moreover, the GenderMag persona scores are
not objective but rather relative to the sample. GenderMag
was originally validated on a more general population of
software users, where there may be more diversity across
cognitive styles [25]. In contrast, our participant pool con-
sisted of software engineering and computer science stu-
dents. In our participants, we observed a greater inclination
for tinkering, high self-efficacy and more comprehensive
information processing. In samples with skewed distribu-
tions, using the median may inaccurately allocate a person
to another end of the spectrum simply because they are,
for example, more Abi-like than other participants in the
sample. Misalignments could have also stemmed from the
interplay of multiple facets. These findings underscore the
importance of examining diverse populations and exploring
how different facets interact, highlighting the need for future
work to refine and extend GenderMag.

6.3. Implications
Implications for Tools: Tools are essential and crucial

for software engineering and if they pose barriers for peo-
ple with certain cognitive styles it becomes unjust and in-
equitable as some people will face a “cognitive tax” while
using the tool. IDEs like Visual Studio Code, IntelliJ IDEA,
and Eclipse combine essential functionalities, such as code
editing, debugging and version controlling, into an inte-
grated platform. Debugging, in particular, is an essential
practice that supports developers in reading and understand-
ing code [26]. Our results highlight that debugging tools,
due to issues of discoverability and learnability, may fail to
accommodate diverse cognitive styles. Consequently, they
can disadvantage certain users beyond the typical challenges
faced by newcomers. The inclusivity bugs we identified
provides actionable insights on how debuggers can be made
more inclusive. For example, if a debugger is started without
any breakpoints, the user could be notified. This would
benefit Abi-like process-oriented learners to know that the
debugger requires a breakpoint to start, and it would benefit
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Tim-like tinkerers to not get distracted trying to figure out
why the debugger didn’t start. A debugging study with stu-
dents reported that debugging is usually not the first choice to
find bugs. This is most likely due to general lack of familiar-
ity with debuggers, compounded with challenges associated
with using them [49]. They also found that tinkering can
be advantageous, as it encourages curiosity and exploration
of the debugger; however, excessive tinkering can become
unproductive and waste time. Another recent study using
a commonly used debugger in education, the PythonTu-
tor debugger, found that participants who slowly stepped
through every line of code performed better than those who
were more selective and skipped lines [23]. One participant
in their study mentions, “I feel like, with the whole like
visualization, it gets a little confusing for me.” This again
underscores the importance of accommodating diverse cog-
nitive styles. Beyond implications for performance, these
findings also point to issues of cognitive inclusiveness that
may stem from the design of the software tool itself.

In our future work, we plan to design fixes for some of
the inclusivity bugs we have identified and to perform further
experiments to validate whether those fixes have improved
the inclusivity of the debugger.

Implications for Researchers: There is a still a lack of
understanding on the cognitive inclusivity in many different
tools used in SE. Many of the tools have been developed and
improved over the years without empirical evidence. Prior
research has examined inclusivity bugs through the lens
of the GenderMag personas. We have also shown that lab
experiments, using a think-aloud protocol, can be successful
in identifying inclusivity bugs. Given the large number of
inclusivity bugs found in our study and prior studies, we
amplify the call to action made by Mendez et al. [11] and
encourage more research to investigate how further software
engineering tools can be made more cognitively inclusive.

Implications for Educators: Debugging in particular is
given very little to no emphasis in courses [50, 29, 30].
Our findings reveal difficulties faced by newcomers when
debugging. These insights can be used to improve curricu-
lum around debugging. Moreover, educators must be aware
of cognitive differences among students. Tailoring teaching
methods to support these differences, and making students
aware of the existing inclusivity bugs in debuggers can
improve outcomes for students. Some of our participants
expressed a lack of confidence and were quick to give up
or blame themselves when they faced with challenges with
the debugger. By helping students to understand that the tool
itself is not supporting all ways of thinking can foster a more
supportive learning environment.

Implications for Practitioners: Software practitioners
should also be aware of the differences in cognitive styles
and how newcomer barriers exist in many SE tools. This
can result in an inclusive onboarding process. This is not
only a matter of fairness but also one of fostering a diverse
and thriving workforce. It also raises awareness about how
software tools are used and draws attention to different
cognitive processing styles that have not been known before.

6.4. Threats to validity
In this section, we discuss the threats to validity of the

study.
Construct validity: Our experiment was conducted in a

controlled lab setting with an observer, which helped ensure
consistency across participants. However, this controlled
environment may not fully reflect how developers debug
in real-world settings. Factors such as having an observer
present and knowing that the tasks had a set completion
point may have influenced how participants approached the
tasks. This limits the construct validity of our findings,
as debugging behaviours might differ in more naturalistic
settings. We encourage future field research of inclusivity
of debuggers.

While we did pilot the study, we had only four par-
ticipants in the pilot, which was not sufficient to cover all
variations of cognitive styles of potential participants. Tasks
1 and Task 2 served as a warm-up to familiarise participants
with the IDE and debugger. We acknowledge that warm-
up tasks may affect participants differently depending on
their cognitive styles. It is possible that these warm-up tasks
may have reduced the number of inclusivity bugs for some
cognitive style types, which caused us to underestimate the
number of inclusivity bugs that would be faced by some
newcomers in real world scenarios. Replication studies can
further validate our results across more diverse participants.

Also a potential construct validity threat arises from the
focus of this study on cognitive differences based on gender
differences. GenderMag is designed to identify cognitive
factors that influence problem-solving, but it particularly
investigating gender differences. We acknowledge the need
for additional studies to examine additional diversity di-
mensions like socioeconomic status and neurodivergence to
enhance construct validity.

As mentioned in Section 6.2, we addressed the limitation
of the median-based tagging of personas using quartiles. But
this can cause a threat to validity, as this approach may still
not accurately capture the personas.

Another threat to construct validity, as common in think-
aloud studies, is that participants’ verbalizations may not
have fully captured their internal reasoning processes, and
speaking aloud may have influenced their natural debugging
behaviour. Some participants went completely silent and had
to be prompted to think out loud. Also, the interpretation of
think-aloud data introduces a degree of subjectivity, despite
our efforts to apply consistent coding practices.

Internal validity: The experiment was conducted in a
controlled lab setting. Participants had no to minimal debug-
ging experience. All participants were Software Engineer-
ing or Computer Science students, so they had some prior
knowledge of debugging concepts. However, participants
had varying levels of programming experience. To mitigate
this, the tasks were designed with simple syntaxes to keep
the focus on debugging rather than programming skills.
However, we cannot exclude the presence of confounding
factors.
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External validity: The relatively small number of partici-
pants (24 in total), necessary for the tractability of qualitative
analysis, poses a limitation to generalizability. In addition,
all participants were self-selected and were students at the
University of Auckland. The sample may not be represen-
tative of all newcomers. To mitigate this, we conducted the
experiment in phases and stopped collecting data only after
reaching theoretical saturation with no new inclusivity bugs
being identified in a data collection round. Despite this, we
do not know if the findings generalise beyond our participant
sample as discussed in Section 6.2.

The debugging tasks were designed to reflect realistic
issues, but may not fully capture the complexity and diversity
of real-world debugging scenarios. This is an inherent threat
in all lab experiments. Again, we encourage future field
studies to validate our findings. Also, the experiment was
conducted using a specific tool, the debugger integrated into
the PyCharm IDE. While most of the features are common
across all debugging tools, we do not know how our results
generalise to other debuggers.

Although our sample included diverse cognitive styles,
future research should examine whether these findings gen-
eralize to broader populations, including individuals with
diverse gender identities, neurodiverse participants, etc. We
emphasize that the insights presented here are not prescrip-
tive design rules but rather empirically grounded direc-
tions that can inform further work. Notably, past efforts to
redesign tools based on similar studies have successfully
improved inclusivity across cognitive styles [6, 3, 5], under-
scoring the potential of our findings to contribute in similar
ways. We therefore encourage future research to replicate
and extend this study while being mindful of the contextual
factors that shape cognitive inclusivity.

Conclusion validity: Given the small sample size, we
were unable to examine statistical differences across the
GenderMag facets. Our qualitative analysis provided a richer
understanding of the inclusivity bugs. Future research could
employ other quantitative methods. For example, now that
we have identified a set of inclusivity bugs, an online ques-
tionnaire could be designed to probe the impact of these
bugs across a larger population, enabling statistical analysis
across GenderMag facets.

7. Conclusion
In this study, we observed 24 students with little to no

experience in debugging perform some debugging tasks in
a controlled lab setting. We found 21 inclusivity bugs in
the PyCharm debugger. The inclusivity bugs had the two
causes - discoverability and learnability. We showed that
these inclusivity bugs affect certain cognitive characteristics,
specifically those aligning towards the GenderMag Abi and
Pat personas. However, the Tim persona was disadvantaged
for one of the GenderMag facets, information processing
style. Our insights shed light on the lack of inclusivity in SE
tools and their impact on the fairness across diverse cogni-
tive styles. As we move forward, our future work will focus

on addressing these issues and evaluating the effectiveness
of fixing these inclusivity bugs to improve fairness in SE
tools.
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